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Abstract 

In software engineering, software complexity measures how complicated it is to design, test, 
maintain, and comprehend a system or a program. Metrics have been appreciated over time as 
a measure of various attributes of software products. Some of the most well-known languages 
for scientific, object-oriented, and imperative programming are Python, Java, and C, 
respectively. However, it is not easy to distinguish the structural complexity of these 
programming languages and the existing studies have overlooked this issue. This study, 
therefore, uses a technique based on Halstead Software Science to conduct a comparative 
investigation to evaluate the lexicographical complexity of sequence, selection, and looping 
program structures in object-oriented, scientific, and imperative programming languages. 
Halstead Complexity Metrics were implemented utilizing sequence, selection, and loop control 
structures in Java, C, and Python to accomplish the study's goal. When subjected to the Halstead 
software science comprising of nine measurement criteria, the findings of the experiment 
demonstrated that in sequence and Loops program structures C language has the highest 
lexicographical complexity followed by Java,  while in Selection program structures Java is more 
slightly complex than C. Python on the other hand, had the least lexicographical complexity 
across all three essential program structures—sequence, selection, and loops during the 
comparative study, therefore, it is the most appropriate programming language among the 
three that are being studied here in terms of program complexity. Using the results of this study, 
we intend to use effort prediction models in the future to estimate the programming effort. We 
also intend to do additional experiments with the same program structures using larger 
program samples in the future. A replication of the study using different programming 
languages is also suggested. 

Keywords: Software Complexity, Software Metrics, Halstead Software Science, C 
Programming, Java, Python 
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1. Introduction 

Software complexity is always at the center of attention of every software developer. It 
explains how complex the components of systems are by defining how a particular set of 
features of the systems interrelate (Vard, Miroslaw and Ann, 2017: Madhan, Dhivakar, 
Anbuarasan and Thirumalai, 2017). The higher the interaction, the higher the complexity 
meaning that the system is complicated making it difficult to test, modify, maintain and 
understand (Mall, 2016: Johanna and Baharom, 2017). 

Over the years, software development industries have proven that metrics are the best 
measure of software complexity giving advisories to software developers to develop quality 
software (Omri, Montag and Sinz, 2018: Horst, 2019). In software engineering, the two 
widely used classical measures for evaluating software complexity are Halstead metrics and 
McCabe's cyclomatic complexity metrics (Halstead, 1977: Hariprasad, Seenu, Vidhyagaran 
and Tirumala, 2017). Halstead metrics examine the mathematical correlations between the 
number of operands and operators in a certain code structure to assess the complexity of 
software. (Govil, 2020). On the other hand, McCabe's Cyclomatic complexity metrics assess 
a software's complexity by taking the code structure's control flow into account. (Fioravanti 
and Nesi, 2000: Madi, Zein and Kadry, 2013). 

Some of the most well-known programming languages for scientific, object-oriented, and 
imperative programming are Python, Java, and C, respectively. However, it is not easy to 
distinguish the structural complexity of these programming languages and the existing 
studies have overlooked this issue. 

This study therefore aims at evaluating the complexity of Object-Oriented, Scientific and 
Imperative Programming languages based on the composition of the program structures. 
Halstead metrics was considered the best metrics for the implementation since it defines the 
quantifiable properties of software and how they relate to one another. Halstead metrics is 
a software science that reflects how algorithms are implemented in various programming 
languages. With the existence of the right tools, the metrics have been appreciated in the 
effectiveness of assessing the complexity of a program's code. (Binanto, Warnars, Abbas and 
Sianipar, 2018;  Flatter and David, 2018; Shaikh, 2020).  

The remainder of this work is structured as follows: Section 2 presents literature relevant to 
the study; Section 3 discusses methodology; Section 4 presents results and discussion; and 
Section 5 provides closing thoughts and suggestions for future study. 
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2. Related Works 

Halstead software science has been used in numerous types of research to assess the 
complexity of various programming languages. Hariprasad et al., (2017) conducted a study 
on software complexity analysis using Halstead metrics. This study used Halstead’s 
technique to measure the complexity levels of a C++ program and a Python program. In their 
study, the researchers conducted an experiment using the nested while... and for... loops. The 
results demonstrated that C++ is more complex than Python in effort required, the number 
of bugs expected, and time requirements. However, this study overlooked the complexity 
evaluation of other popular programming languages like Java and C.  

The complexity of a program that checks palindromes in a total of five languages namely; 
JAVA, C, Python, PHP, and C++, was measured using Halstead metrics (Govil, 2020). The 
study's findings in descending order are as follows: Difficulty: Java, C++, C, PHP, Python.  
Effort: Java, C++, C, PHP, Python. Time: Java, C++, C, PHP, Python. Bugs delivered: C++, Java, 
C, PHP, Python. In this study, the researchers only consider palindromes in the five different 
programming languages. This study, therefore, overlooked other basic program structures 
on sequence, selection and loops which are fundamental in the evaluation of the complexity 
of a programming language. 

Abdulkareem & Abboud, (2021) did a study on the evaluation of the programming languages 
viz Java, C++, JavaScript, and Python using Halstead Metrics' software complexity calculator. 
They conducted an experiment using Halstead metrics to measure the complexity of function 
and branching structures in Java, Python, C++, and JavaScript programming languages. The 
results demonstrated that Java has the highest effort requirement, difficulty, program length, 
volume, truth program length, estimated program length and program time while Python 
had the least effort requirement. This study only considered the branching program 
structure of these programming languages overlooking other program structures such as 
sequences and loops which are essential in the contribution of the software complexity 
evaluation process.  

Yu and Zhou, (2010) conducted a study on a survey on metrics for software complexity, in 
their study they noted that software complexity measurement has become an important part 
of software engineering. Lines of Code (LOC), Halstead Complexity measurements, and 
Cyclomatic Complexity Metrics are a few of the traditional and effective software complexity 
measurements, according to this survey. This study though did not implement any 
complexity evaluation of any programming language, the study only focused on the survey 
and presentation of these metrics. 

Binanto et. al., (2018) developed an automation tool using Python programming language. 
The analyzer tool is used for the automation processing of Halstead metrics application 
results. The tool can get operands and operators faster than manual computation. However, 
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there is no evidence that the tool was validated.  In another separate study, (Binanto et. al., 
2018) did a study on Halstead metrics for Statcato's multiple versions' quality evaluation. In 
this study, the researcher extended their work by implementing their developed tool to 
analyze the Statcato software's version quality.  

Alfadel et. al., (2017) did a study on the measurement of Defect Density using the Halstead 
and Cyclomatic Complexity Metrics. These software measures showed correlation results 
with the defect density. During the experimental design, the researchers found a linear 
correlation and such empirical results were found to be statistically significant, the study 
concluded that the Defect Density reported by these software measurements is consistent.   

3. Methodology 

According to Prabowo et. al. (2018), the Halstead technique is predicated on the notion that 
an actual program is made up of operators and operands. Therefore, it is possible to 
determine some software attributes, such as program length, volume, difficulty level, and 
programming effort, using information about the number of operators and operands present 
in a program and the frequency with which those operators and operands are used in a 
program. Keep in mind that the measurement criteria generated by this technique 
only approximate the actual condition and are not a statistical estimate. 

Some of the terms and definitions used in this technique are: 

 Operands- these are the variables and constants that a program is composed of. 
 Operators- consist of any combination of symbols that could have an impact on the value 

or command operand. 
 The operators also include signs, arithmetic symbols (like +, -, *, and /), keywords (like 

if, for, do, etc.), special symbols (like =, " ", (), ==, and! =), and names of functions.  

This study used Halstead metrics to measure the Lexicographical Complexity of Object-
Oriented, Scientific, and Imperative programming languages based on program 
characteristics. The programming languages used in this study are Java for Object-Oriented, 
Python for Scientific, and C for Imperative programming. For each of these programming 
languages, sequence structures, selection structures, and loop structures were used during 
the experimental test (geeksforgeek, 2020: javatpoint, 2020 and Pawade, Metha, Shah & 
Rathod, 2015).   

The programs used in this paper were developed by the researchers and then tested to 
ensure that they execute with no error. Java and C programs were tested in NetBeans IDE 
while Python was tested in the Colab cloud-based environment (Pawade et al., 2015: James, 
2017).  
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Halstead metrics is a mathematical formulation that is used to compute software metrics. 
According to Coimbra, Resende & Terra, (2018) and Abdulkareem & Abboud, (2021), the 
measures included in this metric are: 

 

 

 

 

Halstead metrics that can be computed from the above base measures as shown in the 
equations below: 

Program Vocabulary (Ƞ) = sum of unique operands and unique operators 

Ƞ= Ƞ1 + Ƞ2   (1) 

Length of a program (N)= total number of operators plus all operands added together 

N= Ν1 + Ν2   (2) 

Estimated Length Ǹ = Ƞ1 log2 (Ƞ1) + Ƞ2 log2 (Ƞ2)  (3) 

Truth Length = Ǹ
𝑁𝑁

  (4) 

Program Volume (V)= (N1+N2) log2 (Ƞ1+ Ƞ2) or V= N log2 (Ƞ)  (5) 

Program Difficulty (D) = (Ƞ1/2) *(N2 / Ƞ2)   (6) 

Program Effort (E) = D*V   (7) 

Number of bugs (B)= calculating the flows available in a program 

B= V/3000   (8) 

Program Time (T)= it is the time required to code the program. Time is directly proportional 
to effort. 

T=E/18   (9) 

The metrics for each of these programs and the comparison are done and discussed in the 
results section. 
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4. Results and Discussion 

4.1 Computation of Lexicographical Complexity from a Sequence Program Structure 

A comparison experimental test was done to compute the lexicographical complexity of 
source code between Java, Python and C programming language from a simple sequence 
program structure to add two integers as shown below. In this paper, we have used the same 
program structure in all three programming languages. For instance, variables are declared 
and initialized at the same time.  

4.1.1 An Implementation in a Java Programming Language  

Java was used to create a sequence program structure. To ensure that the program, as seen 
in Figure 1, runs effectively, it was tested and run in the NetBeans IDE. 

  

   

 

 

 

 
Figure 1: Sequence - Java Code 

Tokenization of the Java code in Figure 1 has generated 5 distinct operands (Ƞ2) with a 
frequency of 7 (Ν2). The distinct operator is 11 (Ƞ1) while the frequency is 20 (Ν1). Each of 
the operators and operands considered in this program are summarized in Table 1. 
Computation of the Halstead metrics on the Java program in Figure 1 generated the following 
results; program vocabulary is 16, program length is 27, estimated length is 49.66, truth 
length is 1.84, program volume is 108, program difficulty is 7.7 effort to implement is 831.6, 
time to implement is 46.2 seconds while bugs delivered is equivalent to 0.0360. Table 2 
shows a summary of the Halsted metrics in this program. 
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Table 1: Operands and Operators in a Sequence- Java code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 3 x 2 

+ 2 y 2 

String [ ] 1 sum 1 

; 3 5 1 

{ } 2 10 1 

System.out.println( ) 1   

Args 1 Ƞ2 = 5 Ν2 = 7 

Int 2  

Public static void main( ) 1 

( ) 3 

“ ” 1 

  

Ƞ1 = 11 Ν1 = 20 

 

Table 2: Halstead Results of Java Sequence- Java code 

 

 

4.1.2 An Implementation in a Python Programming Language  

A Python simple sequence program structure was developed to add two numbers. The 
program as shown in Figure 2 was developed and tested in the Colab cloud-based 
environment to ascertain that it executes successfully. 
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Figure 2: Sequence - Python Code 

The Python program in Figure 2 has 5 unique operators (Ƞ1), the frequency of operators is 7 
(Ν1), 5 distinct operands (Ƞ2) and the frequency of the distinct operands is 7 (Ν2). 
Computation of the Halstead metrics for the program generated the following results: 
Program Vocabulary is 10, program length is 14, estimated length is 23.22, truth length is 
1.66, program volume is 46.51, program difficulty is 3.5, effort to implement is 162.79, time 
to implement is 9.04 seconds, and Bugs delivered are equal to 0.0155. These results have 
been summarized in Tables 3 and 4 respectively.  

Table 3: Operands and Operators in a Sequence- Python code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 3 x 2 

+ 1 y 2 

print( ) 1 5 1 

, 1 10 1 

“ ” 1 Sum 1 

    

Ƞ1 = 5 Ν1 = 7 Ƞ2 = 5 Ν2 = 7 
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Table 4: Halstead Results of Sequence- Python code 

 

4.1.3 An Implementation in a C Programming Language  

The researchers used NetBeans IDE to develop a simple C program that adds and prints the 
sum of two integers as shown in Figure 3. 

 

 

 

 

 

Figure 3: Sequence - C Code 

The C program in Figure 3 was tokenized and it generated 13 distinct operators (Ƞ1) with a 
frequency of 23 (Ν1) and 5 distinct operands (Ƞ2) with a frequency of 9 (Ν2). When Halstead 
metric was computed from this data it generated the following results; Program Vocabulary 
is 18, Program Length is 32, Estimated Length is 59.72, Truth Length is 1.87, Program 
Volume is 133.44, Program difficulty is 11.7, Effort to Implement is 1561.25, Time to 
Implement is 86.74 seconds, and Bugs Delivered is 0.0445. Tables 5 and 6, respectively, 
provide summaries of these metrics. 
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Table 5: Operands and Operators in a Sequence- C code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 5 5 2 

; 4 10 2 

Return 0 1 sum 1 

%d 1 x 2 

, 1 y 2 

{ } 1   

+ 1 Ƞ2 = 5 Ν2 = 9 

“ ” 1  

Int 3 

printf( ) 1 

main( ) 1 

\n 1 

( ) 2 

  

Ƞ1 = 13 Ν1 = 23 

 

Table 6: Halstead Results of Sequence - C code 
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A comparison of the lexicographical complexity of the three programming languages of Java, 
Python and C programming languages was done. The result shows that when using sequence 
structures, the C programming language is the most complex for all the 9 parameters of the 
Halstead metrics i.e. C has the most complex vocabulary, has the highest program length and 
volume, is the most difficult to implement and requires most of the programmer’s effort. It 
also requires most of the implementation time as well as producing the most bugs than Java 
and Python, followed by Java then Python as summarized in Figure 4. This implies that, for 
instance, a lot of programmer effort will be required when developing software using C 
programming language compared to Java, while the least effort will be employed when using 
Python programming language.  

 

Figure 4: Comparative Analysis of Java, Python and C with Halstead Metric 

 

4.2 Computation of Lexicographical Complexity from a Selection Program Structure 

A comparison experimental test was done to compute the lexicographical complexity of 
source code between Java, Python and C programming language from a simple branching 
program structure to decide whether a student has passed or failed by accepting input as 
shown below.  
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4.2.1 An Implementation in a Java Programming Language  

A selection program structure was developed using Java programming language to 
recommend a student as pass if the marks entered are 50 and above and fail if the marks 
entered are below 50. The program as shown in Figure 5 was tested and executed in 
NetBeans IDE to make sure that it executes successfully.  

 

 

 

 

 

 

 

 

 

Figure 5: Selection - Java Code 

The Java program in Figure 5 has 12 distinct operators (Ƞ1) with a frequency of 19 (Ν1) and 
5 distinct operands (Ƞ2) with a frequency of 6 (Ν2). Computation of the Halstead metrics gave 
the following results; Program Vocabulary is 17, Program Length is 25, Estimated Length is 
54.63, Truth Length is 2.19, Program Volume is 102.19, Program Difficulty is 7.2, Effort to 
Implement is 735.77, Time to Implement 40.88 seconds, and Bugs Delivered are 0.0341. The 
results of this program are summarized in Tables 7 and 8 respectively.  

Table 7: Operands and Operators in a Selection- Java code 

Distinct Operators (Ƞ1) Frequency (Ν1) Distinct Operands (Ƞ2) Frequency (Ν2) 

{ } 4 marks 2 

= 1 62 1 

> 1 50 1 

; 3 pass 1 

if( ) 1 failed 1 

Else 1   
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public static void main ( ) 1 Ƞ2 = 5 Ν2 = 6 

string [ ] 1  

Args 1 

system.out.println( ) 2 

“ ” 2 

Int 1 

  

Ƞ1 = 12 Ν1 = 19 

  

 

Table 8: Halstead Results of Java Selection- Java code 

 

 

 

 

 

 

 

 

4.2.2 An Implementation in a Python Programming Language  

A Python simple selection program structure was developed to grade a student as either pass 
or fail based on the marks entered. The program as shown in Figure 6 was developed and 
tested in the Colab cloud-based environment to ascertain that it executes successfully. 

 

Figure 6: Selection - Python Code 

marks = 62 
if (marks > 50): 

print (“pass”) 
else: 

print (“fail”) 
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The Python program in Figure 6 has 7 distinct operators (Ƞ1) with a frequency of 10 (Ν1) and 
5 distinct operands (Ƞ2) with a frequency of 6 (Ν2). The Halstead metrics of the program are; 
Program Vocabulary is 12, Program Length is 16, Estimated Length is 31.26, Truth Length 
1.95, Program Volume is 57.36, Program Difficulty is 4.2, Effort to Implement is 240.91, Time 
to Implement is 13.38 seconds, and Bugs Delivered is equal to 0.0191. Tables 9 and 10, 
respectively, contain an overview of these findings.  

Table 9: Operands and Operators in a Selection- Python code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 1 marks 2 

if( ) 1 62 1 

Else 1 50 1 

: 2 pass 1 

> 1 fail 1 

print( ) 2   

“ ” 2 Ƞ2 = 5 Ν2 = 6 

   

Ƞ1 = 7 Ν1 = 10 

    

 

Table 10: Halstead Results of Selection - Python code 
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4.2.3 An Implementation in a C Programming Language  

NetBeans IDE was used to develop a simple selection C program that grades a student to 
either pass or fail by comparing the marks entered as shown in Figure 7.  

 

 

 

 

 

 

 

 

Figure 7: Selection - C Code 

The C program in Figure 7 has 11 distinct operators (Ƞ1) with a frequency of 19 (Ν1) and 5 
distinct operands (Ƞ2) with a frequency of 6 (Ν2). The Halstead metrics of the program are; 
Program Vocabulary is 16, Program Length is 25, Estimated Length is 49.66, Truth Length 
1.99, Program Volume is 100, Program Difficulty is 6.6, Effort to Implement is 660, Time to 
Implement is 36.67 seconds, and Bugs Delivered is equal to 0.0333. Tables 11 and 12, 
respectively, presents an overview of these findings. 

Table 11: Operands and Operators in a Selection - C code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

{ } 3 pass 1 

= 1 fail 1 

; 4 marks 2 

if( ) 1 62 1 

> 1 50 1 

Else 1   

return 0 1 Ƞ2 = 5 Ν2 = 6 

Int 2  
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main( ) 1 

“ ” 2 

printf( ) 2 

  

Ƞ1 = 11 Ν1 = 19 

  

 

Table 12: Halstead Results of Selection - C code 

 

 

 

 

 

 

The lexicographical complexity analysis was done to the three programming languages of 
Java, Python and C for selection program structure. Following the Halstead metrics, the 
results ranked the lexicographical complexity of the three programming languages and the 
outcome shows that in selection or branching program structures, Java is the most complex, 
followed by C and Python is the least complex of the three in regards to the 9 Halstead 
metrics. The summary of the comparative analysis for the three programming languages is 
represented in a histogram as illustrated in Figure 8. 
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Figure 8: Comparative Analysis of Java, Python and C with Halstead Metric 

4.3 Computation of Lexicographical Complexity from a Loop Program Structure 

A comparison experimental test was done to compute the lexicographical complexity of 
source code between Java, Python and C programming language from a simple loop program 
structure to print the first 10 integers using a FOR statement as shown below. 

4.3.1 An Implementation in a Java Programming Language  

The first 10 integers were printed using a Java programming language loop program 
structure. The program as shown in Figure 9 was tested and executed in NetBeans IDE to 
make sure that it executes successfully.  

 

 Figure 9: Loop - Java Code 
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The tokenization of the Java program in Figure 9 reveals that the program has 13 distinct 
operators (Ƞ1) with a frequency of 19 (Ν1) and 3 distinct operands (Ƞ2) with a frequency of 
6 (Ν2). The Halstead metrics of the program are computation gave; Program Vocabulary is 
16, Program Length is 25, Estimated Length is 52.86, Truth Length 2.11, Program Volume is 
100, Program Difficulty is 13, Effort to Implement is 1300, Time to Implement is 72.22 
seconds, and Bugs Delivered is equal to 0.0333. Tables 13 and 14 present a summary of these 
findings. 

Table 13: Operands and Operators in a Loop- Java code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 1 i 4 

< = 1 1 1 

; 4 10 1 

{ } 3   

for( ) 1 Ƞ2 = 3 Ν2 = 6 

+ + 1  

\n 1 

“ ” 1 

System.out.println( ) 2 

public static void main( ) 1 

String [ ] 1 

Args 1 

Int 1 

  

Ƞ1 = 13 Ν1 = 19 
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Table 14: Halstead Results of Java Loop - Java code 

 

4.3.2 An Implementation in a Python Programming Language  

A Python simple loop program structure was developed using a FOR statement to output 10 
integers starting with 1. The program as shown in Figure 10 was developed and tested in the 
Colab cloud-based environment to ascertain that it executes successfully. 

 

  

Figure 10: Loop - Python Code 

The tokenization of the Python program in Figure 10 reveals that the program has 5 distinct 
operators (Ƞ1) with a frequency of 5 (Ν1) and 3 distinct operands (Ƞ2) with a frequency of 4 
(Ν2). The Halstead metrics of the program are; Program Vocabulary is 8, Program Length is 
9, Estimated Length is 16.36, Truth Length 1.82, Program Volume is 27, Program Difficulty 
is 3.325, Effort to Implement is 87.78, Time to Implement is 4.99 seconds, and Bugs Delivered 
is equal to 0.009. Tables 15 and 16, respectively, offer an overview of these findings. 

  

for i in range (1,11): 
print(i) 
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Table 15: Operands and Operators in a Loop - Python code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

: 1 i 2 

for 1 1 1 

, 1 11 1 

in range( ) 1   

print( ) 1   

    

Ƞ1 = 5 Ν1 = 5 Ƞ2 = 3 Ν2 = 4 

 

Table 16: Halstead Results of Loop - Python code 

 

4.3.3 An Implementation in a C Programming Language  

NetBeans IDE was used to develop and test a loop program structure in C programming 
language that outputs the first 10 integers as shown in Figure 11. 
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Figure 11: C-Loop 

The tokenization of the C program in Figure 11 reveals that the program has 14 distinct 
operators (Ƞ1) with a frequency of 20 (Ν1) and 3 distinct operands (Ƞ2) with a frequency of 
7 (Ν2). The Halstead metrics of the program are giving; Program Vocabulary is 17, Program 
Length is 27, Estimated Length is 58.05, Truth Length 2.15, Program Volume is 110.36, 
Program Difficulty is 16.31, Effort to Implement is 1799.97, Time to Implement is 100 
seconds, and Bugs Delivered is equal to 0.0368. Tables 17 and 18 show the summary of these 
findings, respectively.  

Table 17: Operands and Operators in a Loop - C code 

Distinct Operators (Ƞ1) Frequency  
(Ν1) 

Distinct 
Operands (Ƞ2) 

Frequency 
(Ν2) 

= 1 i 5 

< = 1 1 1 

{ } 2 10 1 

+ + 1   

; 5   

, 1 Ƞ2 = 3 Ν2 = 7 

%d 1  

return 0 1 

“ ” 1 

printf( ) 1 

\n 1 

for( ) 1 

Int 2 

main( ) 1 
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Ƞ1 = 14 Ν1 = 20 

 

Table 18: Halstead Results of Loop - C code 

 

 

 

 

 

 

 

A comparison study of the three programming languages was done to analyze their 
lexicographical complexity. The complexity of each programming language in each of the 
Halstead metrics is as follows ranked from highest to lowest. The result shows that C is 
slightly more complex than Java programming language considering the Halstead metrics for 
the Loops program structure. However, Python programming language has the least 
complexity for all the 9 parameters of the Halstead metrics as summarized in Figure 12. 
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Figure 12: Comparative Analysis of Java, Python and C with Halstead Metric 

5. Conclusion and Future Works  

Software complexity is one of the most important aspects that every software developer 
would like to understand before choosing the programming language to use or even 
developing software.  

In this paper, a comparison study was done on the evaluation of software lexicographical 
complexity levels of three programming languages viz Java, Python and C using Halstead 
metrics. The results showed that in sequence and Loops program structures, C programming 
language is the most complex programming language considering all the parameters of the 
Halstead metrics, for instance, it will require the largest time to implement and more of the 
programmer effort followed by Java. However, Java proved to be the most complex for 
selection or branching program structures when subjected to Halsted metric, followed by C. 
Python on the other hand proved to be the least difficult and also the least complex in all the 
other Halstead complexity measures.  

The findings of this study can help software developers to make important decisions 
regarding software costing, software quality assurance, and software maintenance, among 
others.  
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Future works can focus on predicting software costs using the findings of this study. Also, in 
the future researchers can consider larger program samples and compare the complexity 
levels of languages in the different programming paradigms to inform on the choice of a 
programming language to perform a given task.  
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